![Uma imagem com texto

Descrição gerada automaticamente](data:image/jpeg;base64,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)

**Arquiteturas de Software**

**PA3**

Ricardo Madureira nº:104624

Diogo Azevedo nº:104654

# Tática de arquitetura implementada

## Implementação do Cliente

Para a realização das funções do cliente, onde este será responsável, numa parte inicial, em enviar requests para uma entidade responsável para controlar e fazer a gestão dos requests. Esta entidade ira ser o LoadBalancer.

Para realizar estas trocas de informação realizamos a conexão entre estas duas entidades através de JavaSockets onde permitimos que o utilizador possa por o numero da porta de ligação que mais desejar.

Para o LoadBalancer saber se existe clientes conectados, a estratégia que realizamos foi sempre que um cliente é criado, este envia uma mensagem ao LoadBalancer a dizer “Clientevivo!” e posteriormente no LoadBalancer este irá comparar as mensagens recebidas e caso sejam iguais, temos a informação que um cliente se conectou ao nosso sistema.
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De seguida temos um botão onde será responsável por enviar requests ao nosso LoadBalancer, dentro deste botão realizamos a inicialização e execução do nosso Thread “Send\_Request”.

No nosso Thread “Send\_Request”, realizamos a conexão através dos sockets e construímos o formato dos nossos requests tal como pedido no enunciado.
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Posteriormente, quando o tratamento dos requests for realizada, iremos receber na entidade Cliente esses requests e assim mostrar o seu resultado final.

Ao receber os requests finais, o que fazemos é remover da nossa hashMap o processamento final de cada requests do campo value, e percorrer esses valore para mostrar na nossa GUI.

(PRINT CODIGO, MUDAR CODIGO)

## Implementação LoadBalancer

De seguida no nosso LoadBalancer, iremos realizar a implementações dos vários aspetos do sistema, onde esta entidade será a responsável pelo controlo dos requests que serão enviadas para as diversas entidades.

Para realizar estas trocas de informação realizamos a conexão entre as entidades através de JavaSockets onde permitimos que o utilizador possa por o numero da porta de ligação que mais desejar.

Iremos ter três Threads que serão responsáveis por cada entidade no nosso sistema.

Teremos mais um Thread(ThreadLB\_Request) que será responsável por enviar os requests para serem processados para os servidores e outro Thread (ThreadLB\_ReceberRequest) que ira receber os requests finais e enviar de volta para os clientes.

Para a entidade Clientes, como foi mencionada anteriormente, aqui realizamos a comparação das mensagens vindas da entidade Cliente para verificar se existe clientes vivos. Caso haja, passamos á implementação no nosso “ThreadLB\_Request”.

### ThreadLB\_Request

Neste Thread o nosso objetivo é receber a informação de quantos servidores estão vivos, através da informação que recebemos do nosso Monitor e fazer a seleção correta de como os requests vao ser enviados para cada servidor com uma distribuição justa.

Depois de sabermos a informação de quantos servidores estão vivos, iremos observar a informação que cada servidor está a processar, para sabermos a quantidade que cada servidor pode ter. Depois de sabermos isso, temos uma variável com o valor igual 5, pois cada servidor no total só pode processar no máximo cinco requests e enquanto a informação nos diversos servidores for menor que cinco, nos inserimos os requests nesses servidores. Quando cada servidor tiver cheio (ou seja, com cinco requests a serem executados) incrementamos uma variável, inicializada a zero, que será responsável por nos informar que os servidores estão cheios.

(PRINT CODIGO ThreadLB\_Request)

De seguida ao realizarmos a escolha para onde irá cada requests, enviamos os requestes vindos de cada cliente para os servidores que estão vivos.

(PRINT CODIGO ThreadLB\_Request)

De seguida num Thread recebemos a informação vinda dos nossos servidores a dizer que temos servidores a correr.

Para recebermos a informação dos varios servidores, implementamos uma HashMap e inserimos os ids dos servidores e os requests associados a estes.

Para receber e enviar os requests finais para os clientes implementamos num Thread denominado de “ThreadLB\_ReceberRequest”

### ThreadLB\_ReceberRequest

(PRINT)

Para a entidade Monitor onde nos apresentamos a informação de quantos servidores estão online e a informação a ser processada em cada servidor, a ideia para saber se o Monitor se conectou ao nosso sistema é idêntica ao dos clientes, ou seja, iremos receber por parte do Monitor uma string a dizer “monitorvivo” e aqui no LoadBalancer iremos fazer a comparação para assim termos a informação que o Monitor esta operacional.

(PRINT CODIGO Logic\_Monitor)

## Implementação Monitor

Esta entidade, será responsável por mostrar o estado dos servidores e o processamento que está ocorrer em cada servidor.

Para realizar estas trocas de informação realizamos a conexão entre as entidades através de JavaSockets onde permitimos que o utilizador possa por o número da porta de ligação que mais desejar.

Numa primeira fase e idêntico ao que mencionamos anteriormente, enviamos para o nosso LoadBalancer uma mensagem, “monitovivo” para assim dar-mos sinal ao nosso Load que o Monitor esta a conectar-se ao nosso sistema.

(PRINT Logic\_lb)

De seguida, realizamos a conexão do nosso Monitor com a nossa entidade Servidor para assim termos acesso ás informações provenientes no servidor para realizarmos os objetivos mencionados anteriormente

Para tal, iremos receber uma mensagem vinda do servidor a dizer que este está a tentar se conectar com ele e realizamos a comparação das mensagem para assim estabelecermos uma conexão que nos ira permitir recebr informação proveniente do servidor.

De seguida, para realizarmos os objetivos estabelecidos inicialmente para esta entidade, implementamos um Thread, denominado de “ThreadMonitor”, onde iremos explicar mais detalhadamente o seu funcionamento.

(PRINT Logic\_recived\_fromservers)

### ThreadMonitor

Neste Thread, inicialmente começamos por arranjar uma forma de ver o conteúdo que cada servidor está a processar e mostrar na nossa GUI.

Para isto, inicialmente recebemos a informação que os servidores estão a processar para realizarmos a uma comparação, sempre que compararmos informação igual incrementamos o nosso contador. Caso isso nao aconteça, mostramos o resultado na nossa GUI.

(PRINT )

De seguida mostramos quais os servidores que estao online da mesma forma

(PRINT)

## Implementação do Servidor

Nesta entidade o nosso objetivo é tratar os requests que recebemos provenientes no nosso LoadBalancer e voltar a enviar para o LoadBalancer com as características pedidas no enunciado.

Para realizar estas trocas de informação realizamos a conexão entre as entidades através de JavaSockets onde permitimos que o utilizador possa por o número da porta de ligação que mais desejar.

Em primeiro começamos por estabelecer conexão com o nosso LoadBlancer com a mesma logica nas entidades anteriormente referidas, mandamos uma mensagem ao nosso LoadBlancer para ele saber que temos servidores vivos.

(PRINT)

De seguida realizamos uma implementação para cumprirmos com os requisitos estabelecidos na UC4, ou seja, fazer com que cada servidor processe tres informações em simultâneo e ter uma queue com o máximo de 2 posições para processar mais 2 requests, caso ultrapasse estes numero rejeitamos os restantes requests

Para implementar o processamento em simultâneo, o que fazemos foi ter uma variavel que ira contar o número de requests, e uma HashMap que recebe esta contagem e os requests inseridos, enquanto que esta contagem for menor que três incrementamos o numero de requests e inserimos o numero de requests e o requests associado na noss hashMap e posteriormente mostramos este resultado na GUI.

De seguida temos um Thread (ServerRequest) que será responsável por processar os requests recebidos.

(PRINT)

### 

### ServerRequest

Neste Thread, onde é passado como parametro os requests recebidos, iremos realizar o seu processamento consoante o numero “Niter” fornecido pelo utilizador no lado do Cliente. Para tal, realizamos o parsing da string recebida e retiramos o numero que corresponde ao niter e definimos o nosso NA como uma string. Se o nosso niter que recebemos for menor que nove (ou seja, menor que nove pois é as casas decimais do nosso NA) realizamos a substring corresponde ao nosso NA, ou seja, deslocamos a vírgula consoante o número de niter que recebemos. Feito este processamento, temos que ir de novo á string que processamos e mudarmos o estado desta para “02”.

Feito isto, multiplicamos o nosso niter pelos 5 segundos definidos no enunciamos e enviamos o nosso requests final.

(PRINT)

Voltando para a nossa main, para realizar a questão da Queue, implementamos uma ArrayList, e se o tamanho desta lista for menor que dois, inserimos o request na lista. Quando tiver completa, ou seja, o servidor no total tera cinco request iremos rejeitar os requests seguintes, mudando o estado no request para “03” e enviamos o LoadBalancer.

(PRINT)

Para enviar a informação de que os servidores estão online e o que estão a processar, como mencionamos anteriormente, enviamos para o Monitor uma mensagem para darmos sinal que estamos vivos e enviar a informação dita anteriormente.

(PRINT)